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ABSTRACT

Velo is a learning experience that combines robotics and simulation
to help learners understand and apply a simple yet powerful pro-
gramming model inspired by Braitenberg vehicles. In this model,
programs are constructed only by making connections between
sensors and actuators. Despite this simplicity, it is possible to achieve
complex behaviors similar to that of animals. Velo is designed to
be used in a curriculum that aims to help learners not only learn
this programming model, but also the process of analyzing an ex-
isting (animal) behavior and breaking it down into a form useful
for programming.
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1 INTRODUCTION

Children like animals. According to Kellert [6], children tend to
have humanistic attitudes towards animals, meaning that they have
“primary interest and strong affection for individual animals”. More-
over, children’s level of knowledge about animals were found to be
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comparable to, or even exceed, that of adults in many areas. Not
only can this existing knowledge and interest serve as an excel-
lent basis for further learning about animals, it can also potentially,
with appropriate scaffolding, serve as a starting point to learn about
other topics.

We present Velo, a learning experience that combines robotics
and simulation to help bridge children’s interest in animals with
computer programming and robotics. It combines robotics and
simulation to help learners understand and apply a simple, yet pow-
erful, programming model inspired by Braitenberg vehicles [1]. In
this model, programs are constructed only by making connections
between sensors and actuators. Despite this simplicity, it is possible
to achieve behaviors with surprising levels of complexity similar
to that of animals. Velo is designed to be used in a curriculum that
aims to help learners not only learn this programming model, but
also the process of analyzing existing behaviors and breaking it
down into a form useful for programming.

2 DESIGN GOALS

Our goal is to create a learning experience that helps children aged
13-16 learn how to analyze animal behaviors using the model of
Braitenberg vehicles, and how to apply that knowledge to build
their own computer models. Velo is intended to be used as a part
of a multi-modal, simulation, and robotics based curriculum that
encourages learners to bridge their knowledge about animals and
their behaviors with robotics and computer programming. The cur-
riculum includes activities that guide students through the process
of observing animal behaviors, breaking them down into simple
rules, and finally encoding those rules in a program. Construction-
ist design principles [9] are used as the foundation for students to
build upon the idea that even simple sensory inputs, along with
equally simple neural connections, can lead to seemingly complex
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Figure 1: The overall conceptual structure of the system.

behaviors. Our simulator allows for these neural connections to be
created in an easily digestible manner. The resulting behavior can
then be studied within a customized environment with relevant
stimuli. Further, we provide a robotics platform that can be used to
study the same sensor-actuator neural connections used within the
simulation in a physical robot. Keeping consistent with construc-
tionist principles, this robot is designed as a platform to be used by
learners for exploration, and can change in both form and function.

3 RELATED WORK
3.1 Braitenberg Vehicles

Braitenberg vehicles are robots designed to sense, think, and act
using some of the most simple sensor-actuator neural connections
possible. Despite the simplicity of the robot, complex behaviors
similar to living organisms begin to emerge. Take, for example, the
simple sensor-actuator neural configuration shown in Fig. 2 with
a positive linear correlation between light sensors and wheels. As
each sensor is exposed to more light, the speed of the wheel on
the same side increases, thus sending the vehicle away from the
light source. This behavior could be likened to that of a cockroach,
where when a light switch is turned on, the roach being scared
of the light, tries to run away as fast as possible. By changing the
sensor-actuator correlations to include functions such as thresholds
or non-linear relations, the types of animal behaviors that can be
effectively mimicked and explored by students greatly increases.

3.2 Robotics and Simulation in Education

Robotics and simulation are powerful technological tools that, when
utilized in educational settings, provide effective mediums for study-
ing common or advanced topics [15]. With the tangibility and con-
creteness of robotics platforms, children as young as kindergarten
age have been found to develop basic understandings of topics such
as emergent behavior and general systems control [7]. Similarly,
computer simulations have provided a platform for restructuring
the methods with which advanced topics such as Newtonian physics
and statistical mechanics are taught [16]. With the introduction of
robotic platforms such as Cubelets [11], and agent-based simulation
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Figure 2: A simple Braitenberg vehicle with direct connec-
tions between sensors and motors on the same side.

programs like NetLogo[14], robotics and simulation platforms for
use within educational settings are more accessible than ever. This
accessibility allows experiences, like Velo, to explore new subject
areas such as animal behavior.

3.3 Domain-specific Visual Programming

Visual programming languages allow users to construct programs
by manipulating graphical representations of programming con-
structs. This approach can help overcome novice programmers’
difficulties with syntax, allowing them to focus on the logic and
structure involved in programming [2]. Examples of visual program-
ming languages include Google Blockly[3], Scratch[10], NetTango
Web[4], and DeltaTick[17], among others. Visual programming
languages have been successfully used and found to be effective in
educational contexts[13].

Domain-specific visual programming presents a novel way of
designing programming environments for novices. For example,
NetTango Web and DeltaTick allow complex systems modelers
to design blocks for a specific domain (such as ants foraging or
virus spreading) without invoking additional cognitive load of pro-
gramming concepts([8, 17]. Such platforms encourage designers and
learners to focus on the micro-level behaviors of individual compo-
nents in complex systems, the domain-specific knowledge, instead
of introductory computer science concepts. Consequently, children
in museums were found capable to program frogs’ behaviors within
the first 3 minutes of interaction and engage in complex systems
thinking [5].

4 DESIGN

The design of the system is guided by the conceptual structure
shown in Fig. 1. The main concepts involved in the design are animal
behavior, robotics, simulation, and programming. The arrows in the
figure show how these concepts interact with each other within the
system. In one direction, learners leverage their programming skills
to make use of the robotics and simulation components. Through
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Figure 4: The Braitenberg vehicle simulator.

this process, they gain new understandings of animal behaviors.
In the opposite direction, learners use knowledge about animal
behavior as a foundation. This knowledge then guides their decision
about how to best program the robots and simulator to match the
behavior of their animal models. In doing so, they learn about
programming strategies that can be used to realize their designs.

4.1 Programming Interface

Velo provides a web-based programming interface that learners can
use to program both the robots and the simulation. The interface
consists of two columns of sensors and actuators. A sensor represents
a sensor that the robot could read data from. Similarly, an actuator
represents a device that the robot can use to perform an action. In
the current design iteration, the sensors included are light sensors
and proximity sensors. For actuators, only motors are included.
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However, the system can be easily configured to support other
kinds of sensors and actuators.

Programming is done when children connect sensors to actuators.
Each sensor can provide its input to multiple actuators. Likewise,
an actuator can receive inputs from multiple sensors. Programs are
executed by continuously reading values from each sensor, and
using the read value to determine how actuators connected to it
should be activated. In the case of motors, the higher the values
read from the sensors, the faster it turns. If an actuator has multiple
sensor connections, the sensor with the highest reading is used.

Making these connections is the only programming construct
available. The programming environment does not rely on common
programming constructs such as loops, conditionals, or sequenc-
ing. This has two main benefits. First, the simplicity makes the
programming environment easy to learn. Second, it ensures that
all programs built in this environment adhere to the model of Brait-
enberg Vehicles.

4.2 Simulator

The simulator is implemented in NetLogo[14]. The interface con-
tains buttons that can be used to initialize the simulation, add light
sources, and run the simulation. Light sources can be moved around
freely through drag-and-drop operations. There are two sliders that
control two variables: TURN-COEFF and STEP-SIZE. TURN-COEFF
controls how much a motor causes the vehicle to turn with re-
spect to the amount of light measured by its corresponding sensors.
STEP-SIZE controls how much the vehicle moves at each time step,
i.e. how fast it moves. The text box labeled CODE is used to configure
the connections between light sensors and motors on the vehicle.

4.3 Robot

The robotic platform is designed to be the physical embodiment
of the vehicles simulated in the NetLogo environment. The body
of the robot consists of a hexagonal base, six vertical walls with
holes for mounting sensors and motors, 3D printed motor-mount
housings for the DC motors, and an open hexagonal top rack for
mounting the GoGo Board 6 [12]. The prototype shown in Fig.
5 is constructed using laser-cut acrylic pieces, but is designed to
be modular in nature, allowing users to build it out of any flat
material available to them with the help of the design templates.
The locations of the holes, save for those necessary to mount the
motors on each wall, can be chosen arbitrarily to further the number
of possible designs and interactions achievable.

5 CONCLUSIONS AND FUTURE WORK

We presented Velo, a hybrid robotics-simulation learning experi-
ence that helps children bridge their interest in animals with pro-
gramming. Velo consists of three main components: the robot, the
simulator, and the programming environment. The programming
environment provides a single programming construct, i.e. con-
nections between sensors and actuators, that ensures all programs
constructed this way are compatible with the model of Braitenberg
vehicles. The simulator helps learners quickly test and iterate on
their ideas, and the robot allows them to realize their visions in the
real world. Velo is designed to be used in a curriculum that involves
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Figure 5: The robotic platform.

analysis and modeling of animal behaviors. By engaging in activ-
ities in the curriculum, using Velo as the platform, learners will
become aware of the connection between animal behavior, robotics,
and programming, as well as develop a number of practical skills
in these areas.

In future iterations, we plan to make it possible to code more
complex behaviors by implementing functionality to represent non-
linear relationships between sensors and actuators. This would in-
crease the flexibility of programs that could be created, making
it possible to model more complex animal behaviors [1]. We are
also looking to extend the simulator to support multiple vehicles,
allowing learners to explore interactions between vehicles.
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